**IP Lab**

**CA Assignment**

Name: Shashwat Tripathi

Class: D15A

Roll no: 64

**1. Sample program to demonstrate the use of Promise and Callback functions in asynchronous programming in JavaScript.**

// Function to simulate an asynchronous task

function performAsyncTask(data, callback) {

setTimeout(() => {

if (data) {

callback(null, `Task completed with data: ${data}`);

} else {

callback("Error: Data is missing", null);

}

}, 2000);

}

// Using Callbacks

function usingCallbacks() {

console.log("Using Callbacks:");

performAsyncTask("Sample Data", (err, result) => {

if (err) {

console.error(err);

} else {

console.log(result);

}

});

}

usingCallbacks();

// Using Promises

function usingPromises() {

console.log("\nUsing Promises:");

const promiseTask = new Promise((resolve, reject) => {

performAsyncTask("Promise Data", (err, result) => {

if (err) {

reject(err);

} else {

resolve(result);

}

});

});

promiseTask

.then((result) => {

console.log(result);

})

.catch((error) => {

console.error(error);

});

}

usingPromises();
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**2. Sample Program to demonstrate the use of generator Iterator**

// Define a generator function

function\* numberGenerator(start, end, step) {

for (let i = start; i <= end; i += step) {

yield i;

}

}

// Create an iterator using the generator

const iterator = numberGenerator(1, 10, 2);

// Iterate through the generator using a for...of loop

for (const number of iterator) {

console.log(number);

}

![](data:image/png;base64,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)

**3. Sample Program on Routing using REACT, NODE.js, Express.js**

**React**

**App.js**

import "./App.css";

import Home from "./components/Home.jsx";

import About from "./components/About.jsx";

import Contact from "./components/Contact.jsx";

import { Routes, Route, BrowserRouter } from "react-router-dom";

function App() {

return (

<>

<BrowserRouter>

<Routes>

<Route path="/" element={<Home />} />

<Route path="/about" element={<About />} />

<Route path="/contact" element={<Contact />} />

</Routes>

</BrowserRouter>

</>

);

}

export default App;

**/components/Home.js**

import React from 'react'

const Home = () => {

return (

<div>

Home component

</div>

)

}

export default Home

**/components/About.js**

import React from 'react'

const About = () => {

return (

<div>

About component

</div>

)

}

export default About

**/components/Contact.js**

import React from 'react'

const Contact = () => {

return (

<div>

Contact component

</div>

)

}

export default Contact

**Express**

const express = require('express');

const app = express();

const port = 3000;

app.listen(port, () => console.log(`Server challa hai at port ${port}!`));

app.get('/', (req, res) => {

res.send('Home');

});

app.get('/about', (req, res) => {

res.send('About');

})

app.get('/contact', (req, res) => {

res.send('Contact');

})

**Node**

const http = require('http');

// Create a server object

http.createServer(function (req, res) {

// http header

res.writeHead(200, {'Content-Type': 'text/html'});

const url = req.url;

if(url ==='/about') {

res.write(' Welcome to about us page');

res.end();

}

else if(url ==='/contact') {

res.write(' Welcome to contact us page');

res.end();

}

else {

res.write('Hello World!');

res.end();

}

}).listen(3000, function() {

// The server object listens on port 3000

console.log("server start at port 3000");

});

**4. Explain Where REST APIs are used explain the working of REST API with example.**

REST (Representational State Transfer) APIs are a set of architectural constraints and principles for designing networked applications. They are used to build web services that are simple, scalable, and stateless. REST is an architectural style that makes use of the HTTP protocol and adheres to a set of constraints for designing networked application**s.**

**Key principles of REST:**

1. Stateless: Each request from a client to a server must contain all the information needed to understand and fulfill that request. The server should not store any information about the client's state between requests.

2. Client-Server: The client and server should be separate, independent components that interact with each other. This separation allows for better scalability and flexibility.

3. Uniform Interface: A uniform and consistent way of interacting with resources (usually via HTTP methods like GET, POST, PUT, DELETE) makes the system easy to understand and use.

4. Resource-Based: In a REST API, everything is treated as a resource, which can be any object or data. Resources are identified by URIs, and each resource can have multiple representations (e.g., JSON, XML, HTML).

5. Stateless Communication: Each request to the server must be self-contained, meaning the server doesn't rely on the client's previous requests. Each request should contain all the information required.

6. Layered System: The architecture can be composed of multiple layers, with each layer providing specific functionality. This enables load balancing, caching, and more.

**Where REST APIs are used:**

REST APIs are commonly used in web development and distributed systems to provide a standard way to access resources and services. They are often used in scenarios such as:

1. Web Services: Providing a way for different software applications to communicate over the internet.

2. Mobile Applications: Backend APIs for mobile apps to interact with servers.

3. IoT (Internet of Things): Controlling and monitoring IoT devices remotely.

4. Microservices: Building distributed systems using a collection of small, independently deployable services.

**Example:**

const express = require('express');

const app = express();

const books = [

{ id: 1, title: 'Book 1', author: 'Author 1', genre: 'Fiction' },

{ id: 2, title: 'Book 2', author: 'Author 2', genre: 'Non-Fiction' },

];

// Get all books

app.get('/books', (req, res) => {

res.json(books);

});

// Get a specific book by ID

app.get('/books/:id', (req, res) => {

const book = books.find(b => b.id === parseInt(req.params.id));

if (!book) return res.status(404).json({ message: 'Book not found' });

res.json(book);

});

// Add a new book

app.post('/books', (req, res) => {

const newBook = req.body;

books.push(newBook);

res.status(201).json(newBook);

});

// Update a book by ID

app.put('/books/:id', (req, res) => {

const book = books.find(b => b.id === parseInt(req.params.id));

if (!book) return res.status(404).json({ message: 'Book not found' });

// Update book properties

book.title = req.body.title;

book.author = req.body.author;

book.genre = req.body.genre;

res.json(book);

});

// Delete a book by ID

app.delete('/books/:id', (req, res) => {

const index = books.findIndex(b => b.id === parseInt(req.params.id));

if (index === -1) return res.status(404).json({ message: 'Book not found' });

books.splice(index, 1);

res.json({ message: 'Book deleted' });

});

app.listen(3000, () => {

console.log('Server is running on port 3000');

});

In this example, we have created a simple REST API for managing books. You can send HTTP requests to the specified endpoints to interact with the bookstore data. For instance:

GET /books retrieves a list of all books.

GET /books/1 retrieves the book with ID 1.

POST /books adds a new book.

PUT /books/1 updates the book with ID 1.

DELETE /books/1 deletes the book with ID 1.

**5. Explain the use of WebPack in React.**

Webpack is a powerful and widely-used build tool in the React ecosystem. It is primarily used for bundling and optimizing JavaScript, CSS, and other assets in your React applications. Webpack simplifies the process of managing dependencies, code splitting, and optimizing assets for production. Here's an explanation of the key uses of Webpack in React development:

1. Module Bundling: Webpack's primary purpose is to bundle various modules and dependencies into a single or multiple JavaScript files. In React applications, you typically write modular code using ES6 modules (import/export statements). Webpack analyzes your application's dependencies and creates a bundle that includes all required modules. This reduces the number of HTTP requests and improves performance.

2. Loaders: Webpack allows you to use loaders to preprocess files other than JavaScript, such as CSS, images, and fonts. In React, you often use CSS preprocessors like SCSS or LESS. Loaders can compile these files into a format that browsers can understand.

3. Code Splitting: React applications can become large, making it essential to split your code into smaller, more manageable chunks. Webpack supports code splitting, which means you can create separate bundles for different parts of your application. This can significantly reduce the initial load time and improve user experience.

4. Asset Optimization: Webpack provides plugins for optimizing assets. For instance, you can use the "Terser" plugin for JavaScript minification, the "OptimizeCSSAssetsPlugin" for CSS optimization, and the "image-webpack-loader" to optimize images.

5. Development Server: Webpack comes with a built-in development server that provides live reloading and other development features. This simplifies the development workflow, as you can instantly see changes without manually refreshing the browser.

6. Environment Configuration: Webpack allows you to set up different configurations for development and production environments. This is helpful for managing various build options, such as enabling debugging tools in development and minimizing code in production.

7. Integration with Babel: React applications commonly use Babel for transpiling JSX and ES6/ES7 code into plain JavaScript that browsers can understand. Webpack can be configured to work seamlessly with Babel, ensuring that your React code is transpiled correctly.

8. Hot Module Replacement (HMR): HMR is a feature provided by Webpack that enables developers to see changes in the application without the need for a full page refresh. This speeds up development and allows for a more interactive development experience.